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SUMMARY

Nonlinear model predictive control (NMPC) allows one to explicitly treat nonlinear dynamics and con-
straints. To apply NMPC in real time on embedded hardware, online algorithms as well as efficient code
implementations are crucial. A tutorial-style approach is adopted in this article to present such algorith-
mic ideas and to show how they can efficiently be implemented based on the ACADO Toolkit from
MATLAB (MathWorks, Natick, MA, USA). Using its code generation tool, one can export tailored Runge–
Kutta methods—explicit and implicit ones—with efficient propagation of their sensitivities. The article
summarizes recent research results on autogenerated integrators for NMPC and shows how they allow to for-
mulate and solve practically relevant problems in only a few tens of microseconds. Several common NMPC
formulations can be treated by these methods, including those with stiff ordinary differential equations, fully
implicit differential algebraic equations, linear input and output models, and continuous output independent
of the integration grid. One of the new algorithmic contributions is an efficient implementation of infinite
horizon closed-loop costing. As a guiding example, a full swing-up of an inverted pendulum is considered.
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1. INTRODUCTION

In model predictive control (MPC), at each sampling instant, one solves an optimal control prob-
lem (OCP) using the current system state as initial value. The increasing popularity of nonlinear
MPC (NMPC) for real-time control is due to its ability to directly handle nonlinear dynamics and
constraints. Let us consider the following continuous time OCP formulation:

minimize
x.!/; u.!/

Z t0CT

t0

kF.t; x.t/; u.t//k22 dt C kFN .x.t0 C T //k22 (1a)

subject to x.t0/ D Nx0; (1b)
Px.t/ D f .t; x.t/; u.t//; 8t 2 Œt0; t0 C T !; (1c)
0 > h.x.t/; u.t//; 8t 2 Œt0; t0 C T !; (1d)
0 > r.x.t0 C T //; (1e)

where t0 is the current time instant, x.t/ 2 Rnx denotes the differential states, and u.t/ 2 Rnu are
the control inputs at time t . The NMPC objective is defined by (1a), while (1d) and (1e) denote
respectively the path and terminal constraints. The nonlinear dynamics in (1c) are described by an
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explicit system of ordinary differential equations (ODEs), but this will be further generalized to
implicit systems of differential algebraic equations (DAEs). The optimization problem depends on
the parameter Nx0 2 Rnx through the initial value constraint of (1b) and can also be time depen-
dent. Hence, the control trajectory obtained by solving problem (1) provides a feedback strategy
u".t0; Nx0/, which depends on the current state and time.

The OCP is in practice often solved by a direct approach where one first discretizes the prob-
lem to obtain a structured nonlinear program (NLP), which is generally nonconvex. A Newton-type
algorithm is able to find a locally optimal solution by solving the Karush–Kuhn–Tucker conditions.
Two popular Newton-type techniques are interior point (IP) methods and sequential quadratic pro-
gramming (SQP) [1]. IP methods for nonconvex problems treat the inequality constraints therein
by the use of a smoothening technique [2]. SQP instead consists in sequentially approximating the
NLP by convex quadratic program (QP) subproblems.

Recent algorithmic progress [3, 4] allowed to reduce computational delays between receiving the
new state estimate and applying the next control input to the process [3]. This made it possible to
apply NMPC also to fast dynamic systems with sampling times in the millisecond or even microsec-
ond range. The real-time iteration (RTI) scheme [5] is an SQP-type online algorithm. The resulting
sequence of sparse QPs can either be solved directly using a structure exploiting convex solver such
as FORCES [6] or qpDUNES [7] or by reducing the size of the QP subproblems with a condens-
ing technique [8, 9] and using a dense linear algebra solver such as qpOASES [10]. A discussion
on these algorithmic aspects can be found in [11]. It is important to note that the presented tech-
niques are also applicable to moving horizon estimation, which delivers estimates of process states
or parameters in real time [12].

Embedded integrators with efficient sensitivity propagation are a crucial part of the algorithmic
tools needed to implement NMPC in real time. The online linearization of constraints imposing the
model equations is typically a computationally expensive step in the RTI scheme [13]. Targeting
real-time applications, a deterministic run time for the used integration methods is also important.
The approach throughout this article will be that parameters such as the step size and order of the
method are therefore determined offline and kept fixed. The use of tailored explicit Runge–Kutta
(ERK) methods for real-time optimal control has been presented in [13, 14]. This idea was extended
in the more recent work on online implicit Runge–Kutta (IRK) methods [15]. Tailored techniques for
the efficient computation of the sensitivity information have been discussed in [16]. The application
of these embedded, implicit solvers to systems of DAEs and the motivation for continuous output
were presented in [17]. A three-stage model formulation is proposed in [18], as a way to exploit
common linear subsystems in a dynamic model.

In addition to using tailored algorithms, highly efficient code implementations are necessary to
meet the tight timing constraints on embedded control hardware. In this context, the technique of
automatic code generation has experienced an increasing popularity [19]. One can perform offline
optimizations of the code to be generated, for example, by removing unnecessary computations,
by optimizing memory access and cache usage, and by exploiting the problem’s specific structure.
Convex optimization solvers such as CVXGEN [20] and FORCES [6] are both generating cus-
tomized IP solvers. In order to solve nonlinear OCP problems, the ACADO code generation tool [13]
exports highly efficient C code, implementing a tailored RTI scheme. It is part of the open-source
ACADO Toolkit and interfaced to various convex solvers [7, 11]. ACADO code generation has
already been used for real-time optimal control, showcasing millisecond or even microsecond exe-
cution times both in simulation [21, 22] and in real-world experiments [14, 23–25]. This article will
show how to efficiently implement NMPC in a rather intuitive way, by using ACADO from MAT-
LAB (MathWorks, Natick, MA, USA). The focus will mostly be on the code-generated integrators
and their importance in an efficient treatment of various NMPC formulations. Novel SQP-type algo-
rithms can also be prototyped easily, by using the stand-alone integrator code in combination with a
convex solver.

This paper is organized as follows. Section 2 briefly presents direct multiple shooting and the
Gauss–Newton method in the RTI scheme. Section 3 introduces the guiding example, targeting
the swing-up of an inverted pendulum. Code generation of explicit and implicit integration meth-
ods is respectively discussed and illustrated in Sections 4 and 5. The exploitation and use of a
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three-stage model structure for NMPC are the topic of discussion in Section 6. Continuous out-
put is then presented by Section 7 and used to efficiently approximate infinite horizon closed-loop
costing. Section 8 finally concludes the paper and outlines further developments. All numerical sim-
ulations are performed using the ACADO code generation tool on a computer equipped with Intel
i7-3720QM processor (Intel, Santa Clara, CA, USA), running a 64-bit version of Ubuntu 12.04
(Canonical Ltd, London, UK).

2. NUMERICAL METHODS FOR NONLINEAR MODEL PREDICTIVE CONTROL

An overview of the problem transformations in our numerical treatment of NMPC is shown in
Figure 1. Subsection 2.1 will present direct multiple shooting as a reliable way of reformulating the
time continuous OCP as an approximate but tractable NLP. SQP using the popular Gauss–Newton
Hessian approximation is described briefly in Subsection 2.2. The principle of the RTI scheme is
summarized in Subsection 2.3, although more details can be found in the references therein. The
open-source ACADO code generation tool will be presented in Subsection 2.4.

2.1. Multiple shooting discretization

Only direct optimal control methods are treated in this paper, where one first discretizes the OCP
in (1) and then solves the resulting optimization problem. Within this family of methods, one can
distinguish between sequential and simultaneous approaches. The latter comprises both collocation
and multiple shooting [26], which results in the following NLP:

minimize
X;U

1

2

N#1X
iD0
kFi .xi ; ui /k22 C kFN .xN /k22 (2a)

subject to 0 D x0 ! Nx0; (2b)
0 D xiC1 !ˆi .xi ; ui /; i D 0; : : : ; N ! 1; (2c)
0 > hi .xi ; ui /; i D 0; : : : ; N ! 1; (2d)
0 > r.xN /; (2e)

where i D 0 corresponds to the current time instant and with state trajectory X D Œx>0 ; : : : ; x
>
N !
>

and control trajectory U D Œu>0 ; : : : ; u
>
N#1!

>. The function ˆi .xi ; ui / defines the simulation of
the nonlinear dynamics over one interval, starting from the state xi and using the control values
ui . The stage cost Fi ."/ represents the evaluation of the function F in (1a), and this is either at the
corresponding shooting node or on a finer grid, for example, based on continuous output as discussed
in Section 7. Direct multiple shooting addresses the problem in (2) in the full variable space .X;U /.

On the other hand, a sequential approach performs the simulation separately from solving the
optimization problem. One can namely obtain a reduced OCP formulation by eliminating the vari-
ables xi using the results Xsim. Nx0; U / of a forward simulation over the full horizon. This technique
is better known as single shooting as presented in [27]. One can interpret multiple shooting as a
lifted variant of the latter method, and the cost per Newton iteration can be made close to equal as

Figure 1. Overview of a sequential quadratic programming-based numerical treatment of nonlinear model
predictive control (NMPC). OCP, optimal control problem; NLP, nonlinear program; QP, quadratic program.
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discussed in [28]. In addition, the use of multiple shooting has many advantages over single shoot-
ing. Direct multiple shooting often has better convergence properties, and it can be initialized in a
more flexible way. It is also better suited for unstable systems, and the resulting algorithm can be
parallelized much more easily [28].

2.2. Generalized Gauss–Newton method

This article restricts to the use of SQP-type algorithms to solve the NLP in (2). An important
advantage over IP methods is the possibility of warm-starting them, which is particularly relevant
for real-time optimal control [3]. The SQP idea is based on the quadratic model interpretation of
the linearized Karush–Kuhn–Tucker system. The generalized Gauss–Newton method, for example,
iterates by solving the following QP:

minimize
X;U

1

2

N#1X
iD0

!!!!!F
Œk!
i C J

Œk!
i

"
xi ! xŒk!i
ui ! uŒk!i

#!!!!!
2

2

C
!!!F Œk!N C J

Œk!
N

"
xN ! xŒk!N

#!!!2
2

(3a)

subject to 0 D x0 ! Nx0; (3b)

0 D xiC1!"i
"
x
Œk!
i ; u

Œk!
i

#
!
h
A
Œk!
i ; B

Œk!
i

i"
xi!xŒk!i
ui!uŒk!i

#
; i D 0; : : : ; N ! 1; (3c)

0 > hi

"
x
Œk!
i ; u

Œk!
i

#
C
h
C
Œk!
i ;D

Œk!
i

i"
xi!xŒk!i
ui!uŒk!i

#
; i D 0; : : : ; N ! 1; (3d)

0 > r
"
x
Œk!
N

#
C C Œk!N

"
xN ! xŒk!N

#
; (3e)

where AŒk!i D
@"i
@xi

Œk!
; B

Œk!
i D

@"i
@ui

Œk!
and C Œk!i D

@hi
@xi

Œk!
;D

Œk!
i D

@hi
@ui

Œk!
denote the Jacobian matrices

of the constraint functions and J Œk!i D
@Fi

@.xi ;ui /

Œk!
, J Œk!N D

@FN
@xN

Œk!
the ones for the objective residual

functions. In our special case of a least-squares cost, it is very common to approximate the objec-
tive as shown in (3a). It results in a Gauss–Newton Hessian approximation as presented in [29].

The matrix products J Œk!i

>
J
Œk!
i for i D 0; : : : ; N ! 1 and J Œk!N

>
J
Œk!
N define the quadratic term in the

objective, and all together, they approximate the full exact Hessian of the Lagrangian function in a
Newton-type method [1]. This approach is computationally cheap, while it always provides a pos-
itive semidefinite Hessian approximation. The resulting convergence rate can only be shown to be
linear, although the performance is often very good in practice, for example, in case of tracking
NMPC. A good approximation of the exact Hessian of the Lagrangian function is obtained as long
as the evaluated objective residual functions F Œk!i D Fi .x

Œk!
i ; u

Œk!
i / remain small.

Solving the resulting sequence of QPs and updating the current state and control trajectories given
a good initial guess, the algorithm then converges to a locally optimal solution of the original NLP.
Note that these principles can be extended to the framework of sequential convex programming
where one preserves as much of the convexity as possible in the subproblem [30]. Each problem can
directly be solved by a tailored sparsity-exploiting solver such as FORCES [6] or qpDUNES [7].
As an alternative, a condensing technique can first efficiently eliminate the state variables by use
of the dynamic equality constraints [8]. The resulting small-scale QP is then solved by a dense
linear algebra solver such as qpOASES [10], while the NLP iterations are still performed in the
full variable space. A more elaborate discussion on when to apply condensing and when to directly
solve the sparse subproblem can be found in [11]. Note that both the simulated values "Œk!i and their
sensitivities AŒk!i and B Œk!i for i D 0; : : : ; N ! 1 are assumed to be provided by an integrator in the
course of this article.

2.3. Real-time iterations

In the context of real-time NMPC, the computational cost of solving a nonlinear OCP makes it
hard to meet the tight timing requirements. Among other online algorithms, the RTI scheme has

Copyright © 2014 John Wiley & Sons, Ltd. Optim. Control Appl. Meth. 2015; 36:685–704
DOI: 10.1002/oca



CODE-GENERATED ACADO INTEGRATORS FOR FAST CONTROL 689

been proposed as a highly competitive approach [5]. A survey of online optimization algorithms for
NMPC can be found in [3]. The RTI scheme, as presented in Algorithm 1, pursues to minimize the
feedback time to the process. It performs only one SQP-type iteration of the generalized Gauss–
Newton method per sampling time, to avoid iterating until convergence for an outdated problem.
Initial value embedding, that is, the use of a constraint such as in (2b) to impose the initial state
values, also plays a crucial role. The state estimate Nx0 enters linearly, and the optimal control solu-
tion depends differentiably on this parameter, except during active set changes. Combined with the
Gauss–Newton Hessian approximation, this yields a multiplier-free, generalized tangential predic-
tor, that is, one that can work across active set changes [3]. A final, important ingredient of the RTI
scheme is its division of the computations at each sampling instant into a preparation and a feed-
back phase. The typically more computationally demanding preparation phase includes the problem
linearization and potential condensing of the large structured QP. This preparation task can be per-
formed before the next state estimate is available and includes most of the necessary computations.
Once the new value becomes available, the feedback phase can quickly solve the prepared convex
subproblem. This can drastically reduce the computational delay between receiving the new state
estimate and applying the next control input to the process.

Algorithm 1 Real-Time SQP using Gauss-Newton

Input: initial guess X Œ0! D
"
x
Œ0!
0 ; : : : ; x

Œ0!
N

#
; U Œ0! D

"
u
Œ0!
0 ; : : : ; u

Œ0!
N#1

#
, k D 0

while true do

1. Use an integrator to obtain the simulation results "Œk!i and its first order derivatives AŒk!i
and B Œk!i for all shooting intervals i D 0; : : : ; N ! 1.

2. Prepare the QP in (3) and optionally apply the condensing algorithm from [8] to reduce
this sparse QP to its smaller, but dense format.

3. Wait until the current state measurement Nx0 arrives.
4. Solve the QP, apply the full step X ŒkC1! D X Œk! C#X , U ŒkC1! D U Œk! C#U and send

the new control input uŒkC1!0 to the process.
5. Increment k and shift the trajectories X and U forward in time.

end while

2.4. ACADO code generation

The open-source ACADO Toolkit is written in C++ and based on the scheme in Algorithm 1; its
code generation tool exports highly efficient C code for real-time optimal control [31]. An impor-
tant component consists of the autogenerated integrators with efficient sensitivity propagation [15],
which will be our main topic of interest throughout this article. A user-friendly MATLAB interface
is available, which allows one to export, compile, and use autogenerated code for NMPC in an intu-
itive way and without direct interaction with C/C++ programming [17]. ACADO provides the user
with easy access to the exported code to perform various NMPC simulations from MATLAB. Note
that the same optimized C code could later be employed in real time on embedded control hardware.
The ACADO software can be downloaded from www.acadotoolkit.org for reproducing all
numerical results that are presented in this article.

It is important to stress that these code generation techniques are not merely restricted to problems
with a short control horizon and a small dynamic system. As discussed in [11], a smart choice of the
approach to solve the QP subproblem can allow one to efficiently treat short to long horizon control
problems. A statement on the system dimensions that can possibly be handled by a code generation-
based framework would strongly depend on the targeted application. Successful implementations
of real-time feasible NMPC using ACADO can be found in [21–23, 25] or, for example, in the
paper [32] on airborne wind energy, which presents total computation times below 125 ms for a
control horizon of 20 intervals and the use of a nonlinear DAE model of 56 differential, 3 algebraic
states, and 14 control inputs.
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3. A GUIDING EXAMPLE: NONLINEAR MODEL PREDICTIVE CONTROL OF AN
INVERTED PENDULUM

The guiding example that will be used throughout this article is the classical system of a pendulum
mounted on top of a cart as illustrated in Figure 2. It forms an ideal tutorial example for NMPC
because it is simple and intuitive but it can also exhibit rather fast dynamics and nonlinear behavior.
Subsection 3.1 first describes the modeling task for this system with an alternative DAE model in
Subsection 3.2. The OCP formulation can then be introduced in Subsection 3.3.

3.1. Modeling the system

The position of the cart will be denoted by w0, and the pendulum configuration described by the
angle $ , using the convention that $ D 0 rad, corresponds to the pendulum hanging down in the
negative y direction. The pendulum consists of a mass m attached to the cart through a massless
link of length l . The position of the mass attached to the free end of the pendulum is given by

p D
$
w1
y1

%
D
$
l sin.$/C w0
!l cos.$/

%
: (4)

The kinetic energy of the system is given by T D 1
2m Pp> Pp C 1

2M
Pw20 ; where M denotes the cart

mass. The potential energy subsequently corresponds to U D mgy1; where g denotes the gravita-
tional acceleration. Using the Lagrangian formalism from [33], one can define L D T ! U so that
the equations of motion read

d
dt
@L
@ Pq !

@L
@q
D Fq; (5)

with the generalized coordinates q D Œw0; $!
>, the generalized forces Fq D Œu; 0!>, and u defined

as a control input. This formulation directly yields the following implicit ODE system:

.M Cm/ Rw0 Cml. R$ cos.$/ ! sin.$/ P$2/ ! u D 0;
l R$ C Rw0 cos.$/C g sin.$/ D 0:

(6)

By solving for the differential state derivatives Rw0 and R$ , one can obtain the following explicit ODE
formulation, which is mathematically equivalent:

Rw0 D
ml sin.$/ P$2 Cmg cos.$/ sin.$/C u

M Cm !m.cos.$//2
;

R$ D !ml cos.$/ sin.$/ P$2 C u cos.$/C .M Cm/g sin.$/
l.M Cm !m.cos.$//2/

:

(7)

Note that the latter equations are well defined in case that both M ¤ 0 and l ¤ 0.

Figure 2. Schematic illustrating the inverted pendulum on top of a cart.
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3.2. An alternative differential algebraic equation model

The same set-up can also be modeled as a DAE system. Instead of using the generalized coordinates
as before, one can use q D Œw0; w1; y1! and introduce the following constraint:

C.q/ D 1

2

&
.w1 ! w0/2 C y21 ! l2

'
D 0:

The Lagrangian is now given by L D T !U !%C , where % is the Lagrange multiplier with respect
to this constraint. The obtained DAE is of index 3, but it can be reduced to one of index 1, and the
resulting equations of motion read

2
64

M 0 0 w0 ! w1
0 m 0 w1 ! w0
0 0 m y1

w0 ! w1 w1 ! w0 y1 0

3
75
2
64
Rw0
Rw1
Ry1
%

3
75 D

2
664

0
!mg
u

! Py2 ! . Pw0 ! Pw1/2

3
775 ;

C.0/ D 0
PC.0/ D 0 ; (8)

where w0, w1, and y1 as well as their time derivatives are differential states and % is an algebraic
state. Note that if a consistent initial state is provided, the conditions C.0/ D 0 and PC.0/ D 0
automatically hold and the NMPC scheme will not need to impose them.

3.3. Optimal control problem formulation

The targeted control task is to make the pendulum perform a full swing-up starting from the stable
steady-state position described by w0 D 0 m and $ D 0 rad, while the reference point is unstable
and corresponds to, respectively, 0m and & rad. Let us assume that the control input and the position
of the cart are both bounded, respectively, by !20 6 u 6 20 and !2 6 w0 6 2. Using a least-
squares objective and, for example, one of the ODE models presented earlier, the OCP formulation
in continuous time is the following:

minimize
x.!/;u.!/

Z t0CT

t0

&
kx.t/ ! xrefk2Q C ku.t/ ! urefk2R

'
dt C kx.t0 C T / ! xrefk2P (9a)

subject to x.t0/ D Nx0; (9b)
Px.t/ D f .x.t/; u.t//; 8t 2 Œt0; t0 C T !; (9c)
! 2 6 w0.t/ 6 2; 8t 2 Œt0; t0 C T !; (9d)
! 20 6 u.t/ 6 20; 8t 2 Œt0; t0 C T !; (9e)

where the states are defined as x D Œw0; $; Pw0; P$!>, the horizon length T D 1 s, and the weighting
matrices Q and R are defined as

Q D diag
&(
10 10 0:1 0:1

)'
and R D Œ0:01!:

Note that the units are chosen consistently with the unit of measure of the states, so as to yield a
dimensionless cost. To obtain a tractable problem, a multiple shooting discretization is performed
using 20 intervals over the control horizon. The used NMPC sampling time is equal to Ts D 0:05 s
to be able to deal with the fast nonlinear dynamics in the system.

3.4. Nonlinear model predictive control using ACADO code generation

To obtain a real-time feasible implementation of NMPC, one can export a tailored RTI scheme using
the open-source ACADO code generation tool. Figure 3 presents the MATLAB code structure that
can be used for this. Note that the OCP formulation in (2) is fully supported by ACADO where

Copyright © 2014 John Wiley & Sons, Ltd. Optim. Control Appl. Meth. 2015; 36:685–704
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Figure 3. MATLAB code example to implement nonlinear model predictive control (NMPC) using ACADO
code generation.
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the stage cost is defined as Fi .xi ; ui / D W
1=2
i . QF .xi ; ui / ! yref

i /, such that users can easily spec-
ify weighting matrices Wi and a reference trajectory yref

i . The following four crucial steps can be
identified:

1. Define the model equations: This part of the code will be changed the most throughout the
following sections, since our focus will be on the way this nonlinear system is dealt with in
fast NMPC applications.

2. Simulation routine: An integrator is generated to accurately simulate the behavior of the pro-
cess after applying the next control inputs. Although only ACADO is being used here, this
component can be replaced by any available simulation environment.

3. NMPC export: The OCP needs to be formulated in ACADO syntax, including the dynam-
ics, the objective functions, and constraints, so that a corresponding solver can be exported.
Various options can be used to customize the code-generated algorithm.

4. Simulation: The exported solver can be used to run various closed-loop NMPC simulations
while keeping the efficiency of the optimized C code for the relevant computations.

ACADO keywords can be used to define the various differential states and controls. They are
used to build all symbolic expressions that appear in the differential equations. After defining the
model in Figure 3, the code exports the four-stage ERK method of order 4 (ERK4) as a stand-
alone integrator to simulate the system. It is specified to perform five integration steps to simulate
the model over 0.05 s, resulting in a relatively high accuracy. The SIMexport module generates
the optimized C code into the folder called ‘SIM_export’. Notice that there are options to customize
the integrator and to include an efficient propagation of sensitivities. This turns it into a powerful
tool to prototype new algorithms as illustrated in [17] and also further in Section 7.2. The third step
involves the use of the OCP and OCPexport module, which generates the RTI-based solver for
NMPC. It allows the user to specify the embedded components such as the integrator and the convex
solver. In the code from Figure 3, the same ERK method is used and combined with a condensing
technique and qpOASES as the underlying solver. As mentioned earlier, it is possible to alternatively
employ a structure-exploiting solver such as FORCES or qpDUNES. The self-contained C code
is exported into the specified ‘MPC_export’ folder. Finally, the presented code also automatically
generates MEX functions, which can be used to perform

# an evaluation of the model’s right-hand side and its derivatives,
# a call to the integrator and its optional sensitivity propagation, and
# the RTI scheme to solve the user-provided OCP instance.

Using this functionality, one can rather intuitively perform various NMPC simulations by consecu-
tively calling the OCP solver and the integrator in a loop.

4. EXPLICIT INTEGRATION METHODS

Let us first present the case of having an OCP formulation where the dynamics are described by an
explicit ODE system. In that case, an explicit integration method can be used to solve the following
initial value problem:

Px.t/ D f .t; x.t/; u.t//;
x.0/ D x0:

(10)

This section briefly covers ERK methods, which are first introduced in Subsection 4.1. An overview
on techniques for first-order sensitivity analysis is subsequently provided in Subsection 4.2. Finally,
an illustration of the resulting NMPC implementation and its performance will be presented in
Subsection 4.3.

4.1. Explicit Runge–Kutta methods

Runge–Kutta (RK) methods form an important class of one-step methods, which are attractive for
multiple shooting because they do not require any start-up procedure. Detailed information on the
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derivation and properties of these methods can be found in [34]. One can use the following s-stage
RK method to integrate the ODE system in (10) from time tn to tn C h:

ki D f .tn C cih; xn C h
sX

jD1
aijkj ; un/; for i D 1; : : : ; s;

xnC1 D xn C h
sX
iD1

biki ;

(11)

where the values bi denote the weights, ci are the coefficients defining the s stages, and aij are
called the internal coefficients. For an ERK method, the coefficient matrixA D Œaij !must be strictly
lower triangular so that the variables ki are defined explicitly in (11). The simplest method is the
well-known forward Euler method. It is usually more efficient to use a higher-order method such as
the methods of Runge and Heun or the popular four-stage ERK method of order 4 (ERK4) [34]. It
is important to note that explicit methods should typically not be used in case of a stiff problem, as
detailed in [35].

4.2. Sensitivity analysis

A straightforward way of computing first-order sensitivity information is to simulate the ODE
system, extended with the following forward variational differential equations (VDEs):

PSx.t/ D
@f .t; x.t/; u.t//

@x
Sx.t/;

PSu.t/ D
@f .t; x.t/; u.t//

@x
Su.t/C

@f .t; x.t/; u.t//

@u
;

Œ Sx.0/ jSu.0/ ! D Œ 1 j 0 !;

(12)

where the sensitivity matrices are defined as Sx.t/ D @x.t/
@x0

and Su.t/ D @x.t/
@u and u is assumed

to consist of all control values on which the simulated state depends. The initial value 1 denotes
an identity matrix and 0 contains only zeros. Targeting real-time applications, a fixed step size and
order is assumed for the code-generated integrator [13]. In case of an explicit method, the simu-
lation of these VDEs is then equivalent to the use of internal numerical differentiation where one
would differentiate the method itself [29]. Both approaches therefore automatically lead to an effi-
cient scheme in combination with algorithmic differentiation (AD) to evaluate the derivatives [36].
Note that each forward approach allows an alternative where one performs a backward propagation
instead, for example, using the reverse mode of AD [37]. This can be more efficient in case of many
parameters with respect to which the sensitivities are needed. Because the presented methods are
later extended with extra outputs, a forward scheme will be preferred throughout the remainder of
this article.

4.3. Application: nonlinear model predictive control on an inverted pendulum

As mentioned earlier, efficient C code for NMPC can be automatically generated using ACADO
from MATLAB. Similar to before, let us employ the four-stage ERK4 with a step size of 0.05 s. The
expressions for the explicit ODE system from (7) can again be formulated as in the lines 1–15 of
the code in Figure 3. The closed-loop NMPC behavior for the full swing-up within 4 s is shown in
Figure 4. The average computation time for different implementations of this scheme can be found
in Table I. The integration time includes the simulation of the model over all 20 shooting intervals
together with its sensitivity propagation. It can be observed from this table that the integrator and
QP solver often form the computationally most expensive ingredients for the RTI scheme. The sum
of the integration and QP solution times for, for example, ACADO using FORCES is 189 's, which
is close to the total computation time of 199 's per step. Note that FORCES does not appear to
be the ideal choice here as the embedded QP solver. The use of qpDUNES results in faster code
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Figure 4. Illustration of the closed-loop nonlinear model predictive control behavior for the original optimal
control problem formulation.

Table I. Average computation time per RTI step, interfacing an ACADO integrator and QP solver.

quadprog–ode45 ('s) FORCES ('s) qpDUNES ('s) qpOASES ('s)

N = 20
Integration (ERK4) 60680 34 34 34
QP solver 61504 155 52 28
Condensing – – – 12
ACADO total RTI – 199 97 80

N = 60
ACADO total RTI 745 312 407

ERK4, explicit Runge–Kutta method of order 4; QP, quadratic program; RTI, real-time iteration.

in this case, but condensing combined with qpOASES provides the most efficient implementation
with only 80 's per time step. On longer horizons, a sparsity-exploiting solver such as FORCES
or qpDUNES can be shown to eventually become faster than the condensing-based approach as
discussed in [11]. The timing results from a simulation using N D 60 control intervals over a
horizon, which is also three times longer, are included in Table I for illustrative purposes. In this
specific case, the qpDUNES-based implementation becomes the most efficient one. The table also
presents the average computation time when using quadprog and ode45, respectively, to solve
the QP and to perform integration and sensitivity computations. The difference between an ACADO-
exported integrator and ode45 is quite noticeable, mostly because of using code generation and
fixing the step size. The propagation of sensitivities with ode45 is performed using the system
extended with the VDEs from (12).

5. IMPLICIT INTEGRATION METHODS

A quite pragmatical definition of stiffness is when the dynamic equations are ‘such that certain
implicit methods perform better, usually tremendously better, than explicit ones’ [35]. Many real-
world problems are observed to be stiff [38]; that is, it is rather important to include implicit schemes
in this discussion. Moreover, the initial value problem formulation from (10) can be generalized to

0 D f .t; Px.t/; x.t/; ´.t/; u.t//;
x.0/ D x0;

(13)
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with x.t/ a vector of nx differential states, Px.t/ the corresponding time derivatives, ´.t/ a vector of
n´ algebraic states, and u.t/ a vector of nu control inputs. This covers both the implicit ODE model
from (6) and the index-1 DAE model from (8). The only assumption is that the Jacobian matrix
@f

@.´; Px/ is invertible. Subsection 5.1 briefly describes the implementation of implicit RK (IRK) meth-
ods, while their tailored sensitivity analysis is treated in Subsection 5.2. The effect of the model
formulation on the NMPC scheme for our guiding example is briefly investigated in Subsection 5.3.

5.1. Implicit Runge–Kutta methods

Because of their high order of accuracy and good stability properties, one is often interested in A-
stable IRK methods such as the Gauss or Radau IIA methods [35]. The RK scheme can be directly
applied to the fully implicit DAE system from (13) as follows:

0 D f

0
@tn C cih; ki ; xn C h

sX
jD1

aijkj ; Zi ; un

1
A , i D 1; : : : ; s;

xnC1 D xn C h
sX
iD1

biki ;

(14)

where the coefficients bi , ci , and ai;j define the method as before, Zi denotes the stage values
of the algebraic states, and ki denotes the stage values of the differential state derivatives. The
result is a nonlinear system of s.nx C n´/ equations that must be solved using a Newton-type
method. Targeting real-time applications, not only the step size and order of the method but also
the number of Newton iterations L is assumed to be kept fixed. Given the results from a previous
integration step, one can construct a reasonable initialization for the next stage values. The number
of iterations L should be chosen in a conservative way, considering the applications for which the
resulting scheme will be employed [15]. Let us write the nonlinear system as G.rn; K/ D 0 where
rn D .xn; un/; that is, the Newton iterations are

KŒi! D KŒi#1! !M#1G
"
rn; K

Œi#1!
#
; i D 1; : : : ; L; (15)

where M is an approximation of the Jacobian @G
@K and K D .k1; : : : ; ks; Z1; : : : ; Zs/. The eval-

uation of derivatives is done efficiently using AD, and for example, a custom linear solver can
be used, based on the lower upper (LU) decomposition of the matrix M . Note that the iterations
itself are computationally cheaper than this matrix factorization, motivating the reuse of a Jacobian
approximation [15].

5.2. Sensitivity propagation

For similar reasons as before, forward techniques for sensitivity propagation will be targeted. Fol-
lowing a differentiate-then-integrate approach, it would again be possible to extend the dynamics
with a system of sensitivity equations. This description is insufficient in case of implicit methods
because the resulting efficiency will strongly depend on how the augmented system is treated. A
detailed discussion on techniques of forward sensitivity propagation can be found in [16], includ-
ing internal numerical differentiation for implicit methods. The conclusion there is that an efficient
approach is to directly apply the implicit function theorem to the system G.rn; K/ D 0, resulting in

dK

drn
D !@G

@K

#1 @G
@rn

; (16)

where the Jacobian @G
@K needs to be evaluated and factorized. But this factorization can be reused

in the Newton iterations of the next integration time step, as proposed and motivated by [15, 16].
Algorithm 2 compactly describes the resulting implementation of an IRK method with tailored
sensitivity propagation. Only one LU factorization is needed per integration step.
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Algorithm 2 The implementation of one IRK integration step

Input: rn, initial KŒ0!, LU factorization of M
Output: M , .xnC1;

@xnC1
@rn

/ and
"
´n;

@´n
@rn

#

1: for i D 1! L do
2: KŒi!  KŒi#1! !M#1G

&
rn; K

Œi#1!'
3: end for
4: xnC1  xn C h

Ps
iD1 biki

5: ´n  
Ps
iD1 li .0/Zi with li .t/ D

Q
j¤i

t#cj
ci#cj

6: M  @G
@K

&
rn; K

ŒL!
'

7: compute dK
drn

using M in Eq. (16)

8:
@xnC1
@rn

 @xn
@rn
C hPs

iD1 bi
dki
drn

9: @´n
@rn
 Ps

iD1 li .0/
dZi
drn

5.3. Application: nonlinear model predictive control using a differential algebraic equation model

Regarding our guiding example, one can also use the implicit ODE in (6) or the DAE model in (8)
for NMPC. The ACADO formulation of the implicit DAE system looks as follows:

This code can be used as before to generate an IRK method with tailored sensitivity propaga-
tion or to export a full RTI scheme. The average computation time for one RTI step is presented in
Table II, using each of the three possible model formulations. The ACADO-generated scheme uses
condensing combined with qpOASES, and the results also show the time spent in integration and
sensitivity propagation. The same IRK method is used for all three model formulations, namely a
Gauss method of order 2 (IRK method of order 2) with a step size of 0.05 s. The different NMPC
implementations seem to result in a rather similar execution time; that is, there is little to no over-
head corresponding to treating an implicit ODE or even DAE system instead of the simple explicit
model. An implicit ODE or a DAE formulation can sometimes even lead to faster computation times
because of simpler expressions in the model, which is observed for the implicit ODE in this case.
Note that the DAE system consists of seven instead of four states (six differential and one algebraic
state), while its corresponding execution time is comparable to the others.

6. MODELS WITH LINEAR SUBSYSTEMS

Many dynamic systems are described by a set of nonlinear differential equations with possibly a
few algebraic states. One would often identify coupled subsystems that can be simulated in separate
stages. In the special case that such a subsystem is linear, this can be additionally exploited. Subsec-
tion 6.1 presents a three-stage model formulation, which has been observed to appear rather often
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Table II. Average computation time for NMPC using different model formulations in ACADO.

Explicit ODE (7) ('s) Implicit ODE (6) ('s) Implicit DAE (8) ('s)

Integration (IRK2) 24 22 32
Total RTI (qpOASES) 60 58 85

DAE, differential algebraic equation; IRK2, implicit Runge–Kutta method of order 2; NMPC,
nonlinear model predictive control; ODE, ordinary differential equation; RTI, real-time iteration.

Figure 5. Schematic illustrating the workflow in structure-exploiting Runge–Kutta integrators.

in practice. The impact on the implementation of autogenerated RK methods is discussed in Sub-
section 6.2. The specific structure is eventually illustrated to serve as a tool to implement popular
NMPC formulations in Subsection 6.3.

6.1. The three stage structure

Let us consider the following three-stage model structure from [18]:

C1 PxŒ1! D A1xŒ1! C B1u; (17a)

0 D f2
"
xŒ1!; xŒ2!; PxŒ1!; PxŒ2!; ´; u

#
; (17b)

C3 PxŒ3! D A3xŒ3! C f3
"
xŒ1!; xŒ2!; PxŒ1!; PxŒ2!; ´; u

#
; (17c)

with matrices A1, B1, and A3, invertible matrices C1 and C3, and nonlinear functions f2 and f3.
The main assumption is that the Jacobian matrix @f2

@.´; PxŒ2!/ is invertible; that is, the second subsystem
represents an implicit DAE of index 1. Linear input (17a) and output (17c) systems can, for example,
originate from partially linear dynamics or from filtering actions, respectively, before and after the
nonlinear dynamics. In case that A3 D 0 and C3 is an identity matrix, (17c) reduces to

PxŒ3! D f3
"
xŒ1!; xŒ2!; PxŒ1!; PxŒ2!; ´; u

#
(18)

which are better known as quadrature states [39]. They are typically used to formulate objective and
constraint functions, similar to how the more general linear input and output states can be used.

6.2. Structure exploiting Runge–Kutta methods

It is possible to exploit the specific structure when applying an RK method to the system in (17),
resulting in a workflow such as depicted in Figure 5. The different subsystems are treated separately,
and the results are collectively used to generate the desired outputs and their sensitivities. Note that
the Jacobian matrix dK

drn
now has a clear sparsity structure

dK

drn
D

0
BB@

dK1
dxŒ1!

0 0 dK1
du

dK2
dxŒ1!

dK2
dxŒ2!

0 dK2
du

dK3
dxŒ1!

dK3
dxŒ2!

dK3
dxŒ3!

dK3
du

1
CCA ; (19)
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where K1, K2, and K3 denote the stage values corresponding to the three subsystems. Because of
linearity, the values dK1

dxŒ1!
, dK1du , and dK3

dxŒ3!
are constant and can be precomputed in a code genera-

tion framework. In case of IRK methods, the speedup to be made is typically much larger. Linear
subsystems namely allow the inverse of the constant Jacobian to be precomputed offline, which
reduces the cost of computing stage values to merely one matrix-vector multiplication [18].

6.3. Application: frequency-weighted nonlinear model predictive control

For our simple guiding example, the model dynamics in (6) are coupled, and there is no linear
subsystem to be identified. In more realistic cases, these subsystems appear quite naturally as is
shown by the control examples in [18]. Let us illustrate possible uses of both the linear input and
output systems to efficiently implement popular NMPC formulations in practice.

Linear input system Instead of controlling the input u for the inverted pendulum directly, one
would often use the control rate uR and include the dynamic equation Pu D uR. Extra constraints on
the rate of change of the input u can then be included in the OCP formulation. The resulting effect
is that the NMPC controller will typically behave less aggressively and therefore less nervously in
the presence of noise [14].

Linear output system Everything that can be achieved using quadrature states can be done similarly
with a linear output system. But it can, for example, also be used to implement first-order high-pass
filtering on a state to extra penalize its high frequency content as illustrated in [18]. Let us carry this
out for the angle $ from our guiding example, which results in

P$HP D P$ ! !C $HP; (20)

where !C D 2&fC and fC is the cutoff frequency. The implicit ODE model for the inverted
pendulum on a cart can now easily be extended with both the linear input and output systems:

The updated OCP formulation includes a constraint !100 6 uR 6 100 and additional weights
on both uR and $HP in the objective. The average computation time per RTI step using ACADO is
presented in Table III. Unlike the results in Table II, a Gauss method of order 4 (IRK method of order
4) instead of order 2 has been used for illustrative purposes. The table includes the computation time
for the original and extended NMPC scheme, comparing its implementation both with and without
structure exploitation. Note that the use of linear subsystems allowed us to implement this more
practical scheme at the cost of merely 132 's instead of the original 116 's per step. A comparison
between the NMPC behavior using either the original or the frequency-weighted formulation is
shown in Figure 6. It can be observed that the controller is less aggressive and the trajectories appear
slightly smoother.

7. CONTINUOUS OUTPUT

To efficiently define certain objective or constraint functions in an OCP formulation, additionally
simulated outputs are often needed. The idea of continuous output is to be able to evaluate such
expressions on an arbitrarily fine grid, which is independent of the integration grid. Note that this
implies that the integrator has to deliver their sensitivity information. A possible use case has been

Copyright © 2014 John Wiley & Sons, Ltd. Optim. Control Appl. Meth. 2015; 36:685–704
DOI: 10.1002/oca



700 R. QUIRYNEN ET AL.

Table III. Average computation time for frequency-weighted NMPC in ACADO.

Original NMPC Frequency-weighted
using ODE in (6) ('s) Unstructured ('s) Linear subsystems ('s)

Integration (IRK4) 60 105 65
Total RTI (qpOASES) 116 175 132

IRK4, implicit Runge–Kutta method of order 4; NMPC, nonlinear model predictive control; ODE,
ordinary differential equation; RTI, real-time iteration.
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Figure 6. Simulation results for nonlinear model predictive control using either the original or the frequency-
weighted formulation.

presented in [17], where multirate measurements for moving horizon estimation were efficiently
incorporated in a real-time feasible scheme. Other control-related ideas could be to approximate a
least-squares integral or to define certain constraints on a rather fine grid. Subsection 7.1 briefly
presents the support of continuous output for a specific family of IRK methods. An interesting
NMPC application is introduced in Subsection 7.2, where an infinite horizon closed-loop costing
scheme will be implemented in an efficient way.

7.1. Collocation methods

Collocation methods are a specific family of IRK methods for which their continuous extension
arises quite naturally. Using the collocation variables K D .k1; : : : ; ks; Z1; : : : ; Zs/, a continuous
time polynomial is defined for the states x.t/, Px.t/, and ´.t/ over the interval t 2 Œtn; tnC1!

x.tn C ch/ $ xn C h
sX
iD1

ki

Z c

0

li .(/ d(;

Px.tn C ch/ $
sX
iD1

li .c/ki ;

´.tn C ch/ $
sX
iD1

li .c/Zi ;

(21)

where 0 6 c 6 1 and li .t/ D
Q
j¤i

t#cj
ci#cj are the Lagrange interpolating polynomials. In case of an

IRK method of order p, the order of this approximation is p" D min.p; sC 1/ for x.t/ and p" ! 1
for Px.t/ and ´.t/ [17]. It is generally possible to construct interpolants for all RK methods [40].

Copyright © 2014 John Wiley & Sons, Ltd. Optim. Control Appl. Meth. 2015; 36:685–704
DOI: 10.1002/oca



CODE-GENERATED ACADO INTEGRATORS FOR FAST CONTROL 701

7.2. Application: nonlinear model predictive control using infinite horizon closed-loop costing

Until now, the issue of nominal closed-loop stability of the implemented NMPC scheme has not
been addressed although it forms a crucial property. Instead of determining a suitable terminal
region or sufficiently prolonging the control horizon [41], let us briefly look into the technique of
infinite horizon closed-loop costing [42, 43]. The scheme is based on a local control law and uses
an infinite prediction horizon in which the state and input constraints are still imposed. A tractable
approximation of the infinite horizon cost associated with the local controller is used as a penalty
on the terminal state. Stability of the closed-loop system can then be proven in a rigorous way [43].
To formulate a practical scheme, the prediction horizon can be truncated without losing this stabil-
ity guarantee as is the topic of discussion in [42]. Furthermore, the path constraints will only be
imposed at specific time points. The main advantage of introducing the prediction horizon Tp is
that it allows us to enlarge the region of attraction around the reference point without increasing the
control horizon Tc , that is, with the same number of decision variables [44].

Let us adapt the OCP formulation from (9) accordingly:

minimize
x.!/;u.!/

Z t0CT

t0

&
kx.t/ ! xrefk2Q C ku.t/ ! urefk2R

'
dt (22a)

subject to x.t0/ D Nx0; (22b)
Px.t/ D f .x.t/; u.t//; 8t 2 Œt0; t0 C T !; (22c)
u.t/ D uLQR.x.t//; 8t 2 Œt0 C Tc ; t0 C T !; (22d)

! Nh 6 h.t/ 6 Nh; 8t 2 Œt0; t0 C T !; (22e)

where T D Tc C Tp , the function h is defined as h.t/ D Œw0.t/; u.t/!
>, and the bounding values

are Nh D Œ2; 20!>. The unstable steady state is denoted by .xss; uss/, such that the Linear Quadratic
Regulator (LQR) which locally stabilizes this reference point can be defined as uLQR D uss!Kp.x!
xss/ where Kp 2 Rnu$nx . The corresponding discrete time OCP formulation reads

minimize
X;U

1

2

Nc#1X
iD0
kxi ! xrefk2Q C kui ! urefk2R C kg.xNc / ! grefk2W (23a)

subject to 0 D x0 ! Nx0; (23b)
0 D xiC1 !ˆi .xi ; ui /; i D 0; : : : ; Nc ! 1; (23c)

! Nh 6 h.xi / 6 Nh; i D 0; : : : ; Nc ! 1; (23d)

! Nh 6 hj .xNc / 6 Nh; j D 0; : : : ; Np; (23e)

where the functions hj .xNc / and g.xNc / are defined by a forward simulation over the prediction
horizon using the linear control law, gref D ŒxrefIurefI : : :! 2 RNp.nxCnu/ denotes the corresponding
reference values, and W D diag.Q;R; : : :/ 2 RNp.nxCnu/$Np.nxCnu/ is a block-diagonal weight-
ing matrix. Let us consider a control horizon of Nc D 10 and a prediction horizon of Np D 20,
that is, respectively, Tc D 0:5s and Tp D 1:0 s, using a discretization with the same sampling
time Ts D 0:05 s in both. One can generate an ACADO integrator, dedicated to perform the sim-
ulation over the prediction horizon. The goal is to take rather large integration steps but to use the
continuous output feature to efficiently define the extra constraints and the terminal cost.

This will be compared with the original NMPC scheme with Nc D 20 control intervals and no
prediction horizon (case 1). Note that it becomes difficult to reduce the size of the horizon further and
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Table IV. Average computation time for approximate infinite horizon NMPC.

Original NMPC (6) Infinite horizon costing
(Nc D 20, Np D 0) (Nc D 10, Np D 20)

Case 1 ('s) Case 2 ('s) Case 3 ('s)

Integration (IRK4) 60 30 30
Prediction – 60 14
QP (FORCES) 155 114 114

Sum 215 204 158

IRK4, implicit Runge–Kutta method of order 4; NMPC, nonlinear model predictive control; QP,
quadratic program.
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to still obtain a stable controller in this case. The resulting average computation time per RTI step is
presented in Table IV using a Gauss method of order 4 and step size 0.05 s, which is interfaced to a
FORCES solver. The implementation using continuous output (case 3) is much faster than the one
without (case 2), where a separate integration step needs to be performed for each interval. Note that
the latter scheme delivers a higher integration accuracy over the prediction horizon, although it is not
necessary for our example. Integrators with continuous output provide the user with the flexibility
needed to compute all results in an efficient way and with the desired precision. It is interesting that
this approach can be interpreted as one that implicitly generates a terminal region as illustrated in
Figure 7. It shows how much the inverted pendulum is allowed to be tilted and in which direction
depending on the position of the cart, such that the LQR controller can still stabilize it under the
restrictions of our system.

8. CONCLUSIONS AND FURTHER DEVELOPMENTS

This article has summarized recent algorithmic progress on autogenerated integration methods and
illustrated ways to employ them for NMPC. Code-generated integrators with tailored sensitiv-
ity propagation can form a powerful tool. Selecting a suitable method and exploiting its features
can allow a range of new NMPC formulations and applications to become real-time and feasi-
ble. Based on the ACADO code generation tool from MATLAB, a tutorial-style approach has
been adopted using a simple guiding example that consists of an inverted pendulum on a cart.
In addition, the potential to easily prototype new algorithms was briefly illustrated. The stand-
alone implicit integrators with continuous output allowed us to efficiently implement NMPC with
closed-loop costing.
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These ideas can be extended to support tailored, embedded algorithms for distributed as well as
robust formulations of optimal control. Such possible extensions as well as novel techniques for
efficient sensitivity propagation are among the topics of ongoing research.
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